# Question

Evaluate the value of an arithmetic expression in [Reverse Polish Notation](http://en.wikipedia.org/wiki/Reverse_Polish_notation).

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

**Note:**

* Division between two integers should truncate toward zero.
* The given RPN expression is always valid. That means the expression would always evaluate to a result and there won't be any divide by zero operation.

**Example 1:**

**Input:** ["2", "1", "+", "3", "\*"]

**Output:** 9

**Explanation:** ((2 + 1) \* 3) = 9

**Example 2:**

**Input:** ["4", "13", "5", "/", "+"]

**Output:** 6

**Explanation:** (4 + (13 / 5)) = 6

**Example 3:**

**Input:** ["10", "6", "9", "3", "+", "-11", "\*", "/", "\*", "17", "+", "5", "+"]

**Output:** 22

**Explanation:**

((10 \* (6 / ((9 + 3) \* -11))) + 17) + 5

= ((10 \* (6 / (12 \* -11))) + 17) + 5

= ((10 \* (6 / -132)) + 17) + 5

= ((10 \* 0) + 17) + 5

= (0 + 17) + 5

= 17 + 5

= 22

# Solution

If you've attempted this question and can't figure out why you're getting wrong answers, here are a couple of things to check before reading the article:

1. Reverse Polish Notation **is not a "reverse" form of Polish Notation**. It is a bit different.
2. If you're using Java, note that **the input type is an array of strings**, not an array of chars. This means that you should be comparing them with .equals(...), not ==. If your code is working on your computer but not on Leetcode, this is probably why. It is a bug in your code, not in the Leetcode platform.
3. **Some programming languages** (e.g. Python, but not C++ and Java) **do not truncate towards 0 with division**, so you'll need to figure out how to make them do so (we'll discuss ways in the article). For example, if we put -121 // 7 into Python, we get -18, but we actually wanted -17. If unsure about your programming language, either check the documentation or simply write a program that does -121 / 7 (as integer division) and see which result you get.
4. **Did you put numbers around the correct way?** e.g. the test case ["12", "7", "-"] means you should calculate 12 - 7 = 5, and ***not*** 7 - 12 = -5. In most implementations, getting them the correct way around is not immediately obvious. If you aren't certain you have it right, try this test case (["12", "7", "-]) and check whether you get 5 or -5.
5. At the time of writing this solution article, the Wikipedia article has a number of errors and sections that are confusing (in particular, parsing the list in reverse). Try to understand how Reverse Polish Notation works and then design an algorithm yourself rather than following the provided pseudocode too closely. The Introduction section of this solution article also explains how Reverse Polish Notation works.

#### **Introduction**

We'll start with looking at what it means for integer division to truncate towards zero, and then at what Reverse Polish Notation is. Feel free to skip these sections if you already know this stuff.

**Division between two integers should truncate towards zero**

Early on in your programming career, you probably learned about integer division. When dividing 2 positive numbers, we always truncate down to the nearest integer. The non-integer values are in parenthesis afterwards for reference.

6 / 2 = 3 (3.0)

11 / 5 = 2 (2.2)

9 / 5 = 1 (1.8)

Most programming languages do integer division by default (as opposed to float division, where decimal places are kept), and this is how they handle positive integers. Both of the following definitions could be (and are) used to describe the truncation.

1. The result is truncated to a less than or equal number. i.e. 1 is less than 1.8.
2. The truncation is towards zero, i.e. 1 is closer to zero than 1.8 is.

For negative numbers however, it is impossible to satisfy both of these, so one or the other has to be picked. For example, consider the following:

-9 / 5 = ? (-1.8)

1. If we wanted the truncated result to be smaller, we'd have to go to -2, as -2 < -1.
2. If we wanted the truncated result to be nearer to zero, we'd have to go to -1 as -1 is nearer to zero than -2 is.

Some programming languages go with the first definition, and others go with the second. For this problem, you are expected to go with the second definition, regardless of what your chosen programming language uses.

Python, for example, goes with the first definition. This means that we need to find a way of doing the division. Luckily, the int(...) function does truncate towards zero, and therefore we can use the int(a / b) trick. Note that this is not the same as int(a // b). We haven't checked what all the programming languages available on Leetcode do, so if your chosen programming language is not truncating division towards zero, have a look in the math libraries for your chosen programming language or do a web search.

**What is Infix Notation?**

Analysing Infix Notation provides some great context for understanding Reverse Polish Notation.

Most people know how to read expressions written using Infix Notation. Evaluating the following expression is something you will have learned to do in elementary school.

3 + 1 + 9 - 5 = 8

This isn't too difficult. However, many of you will also have seen viral posts circulating social media websites, such as Facebook, that challenge you to evaluate an expression like:

5 \* 4 + 9 - 2 / 3 + 1 = ?

When you check the comments, among many other strange answers, you'll probably see people arguing about whether the answer is 10, 28.33, or 29.33.

The reason for the disagreement is because different people have different understandings about how such an expression should be evaluated.

Those who say the answer is 10 evaluated it strictly from left to right, with the following steps:

5 \* 4 = 20

20 + 9 = 29

29 - 2 = 27

27 / 3 = 9

9 + 1 = 10

Those who say the answer is 28.33 follow a rule where we evaluate operations in the following order; division, multiplication, addition, and subtraction. This method comes from a common misunderstanding of the widely used mnemonics: PEMDAS/BODMAS/BEDMAS. The steps with this method are as follows:

= 5 \* 4 + 9 - 0.66 + 1 (Do division first.)

= 20 + 9 - 0.66 + 1 (Do multiplication second.)

= 29 - 1.66 (Do the additions third.)

= 28.33 (Do the subtraction fourth.)

Those who say the answer is 29.33 use the rules most programming languages use, and that is also the correct interpretation of the mnemonics (PEMDAS/BODMAS/BEDMAS). That is to do division and multiplication first, in order from left to right, and then addition and subtraction, in order from left to right. Their steps are as follows:

= 20 + 9 - 2 / 3 + 1 (Do the multiplication.)

= 20 + 9 - 0.66 + 1 (Do the division.)

= 29 - 0.66 + 1 (Do the first addition.)

= 28.33 + 1 (Do the subtraction, as it's next.)

= 29.33 (Do the last addition.)

Most mathematicians would agree that the correct answer is 29.33. Yet, this is probably not the answer you'd get if you asked a random sample of people in the general public (just look at the Facebook posts!). In school for example, I was taught the method that gives 28.33. It wasn't until I learned programming in university that I learned the correct way!

When we want to do the operations in a different order, we use parenthesis (brackets) around the parts to do first. The parts in parenthesis are always done before the parts outside.

The big disadvantage of **Infix Notation** is hopefully clear now. The rules for evaluating it are surprisingly complex, cause a lot of confusion, and in fact most people don't understand them properly. Additionally, the need to use parentheses correctly adds another layer of complexity.

As we move towards understanding what **Reverse Polish Notation** is, keep in mind that while it seems a bit strange and un-intuitive (at first!), that **Infix Notation** is actually more confusing. The only reason Infix Notation seems intuitive is because you've probably been using it all your life and so it is now second nature to you. People who use Reverse Polish Notation on a daily basis find it very intuitive! Some hand-held calculators still use it!

**What is Reverse Polish Notation?**

Just like Infix Notation, or in fact any other notation, **Reverse Polish Notation** has rules for how to evaluate it. You'll need to know these rules before you can write an algorithm. The rules could either be prior knowledge or supplied by an interviewer.

While there are operators remaining in the list, find the left-most operator. Apply it to the 2 numbers immediately before it, and replace all 3 tokens (the operator and 2 numbers) with the result.

For example in the most simplest case of 3 4 + when we reach + we can replace 3 4 + with it's result 7.

As long as the input was valid, this rule will always work and leave a single number that should be returned. The leftmost operator that hasn't yet been removed will always have 2 numbers immediately before it.

Here is an animation showing a more complicated example.

1 / 18

Hopefully the advantage is obvious now. Reverse Polish Notation doesn't require brackets, and the rules for evaluating it are far simpler. In-fact, our [equivalent question for Infix Notation](https://leetcode.com/problems/basic-calculator-iii/) is much more difficult than this one!

#### **Approach 1: Reducing the List In-place**

**Intuition**

This approach literally follows the animation above. A pointer is used to step through the list, and each time an operator (`+-\*/) is found, that operator is then applied to the 2 values before it (which are always numbers, as long as the original input was valid). The 3 values are then replaced with the result. This process is repeated until the list is of length 1, containing a single number that is the answer to be returned.

**Algorithm**

The code is simpler for Python than Java. For Java (and other languages where the input type is a fixed size array), we have to define our own method to delete values from an array. This is done by shuffling the other elements down into the gap. Of course, you could start by copying the input into an ArrayList (so that you could then use its delete method), but then the algorithm would require O(n)*O*(*n*) space instead of O(1)*O*(1) space.

![Diagram showing the in-place shuffles.](data:image/png;base64,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)

We have to be a little careful about the types in the Python code, as in the middle of processing the list, some numbers will be represent as strings, and others as ints. Additionally, we also need to be aware that python division does not truncate towards zero. We can instead use int(a / b) to achieve the desired result. Note that this is not the same as int(a // b).

In the Java code, we have to convert ints back to Strings, because Java doesn't support mixed lists of Strings and ints.

Finally, If you know how to use lambda functions in your chosen programming language, an ideal solution would use them to elegantly handle the 4 operations (+-\*/). The first set of solutions here use lambda functions. If you aren't familiar with lambda functions though (or your chosen programming language doesn't support them), that's fine. You'll get a chance to learn them when you're ready! Scroll down a little more, as we have also provided solutions that don't use them.

|  |
| --- |
| class Solution {    private static final Map<String, BiFunction<Integer, Integer, Integer>> OPERATIONS = new HashMap<>();    // Ensure this only gets done once for ALL test cases.  static {  OPERATIONS.put("+", (a, b) -> a + b);  OPERATIONS.put("-", (a, b) -> a - b);  OPERATIONS.put("\*", (a, b) -> a \* b);  OPERATIONS.put("/", (a, b) -> a / b);  }    public int evalRPN(String[] tokens) {    int currentPosition = 0;  int length = tokens.length; // We need to keep track of this ourselves.    while (length > 1) {    // Move the position pointer to the next operator token.  while (!OPERATIONS.containsKey(tokens[currentPosition])) {  currentPosition++;  }    // Extract the operation and numbers to apply operation too.  String operation = tokens[currentPosition];  int number1 = Integer.parseInt(tokens[currentPosition - 2]);  int number2 = Integer.parseInt(tokens[currentPosition - 1]);    // Calculate the result to overwrite the operator with.  BiFunction<Integer, Integer, Integer> operator = OPERATIONS.get(operation);  int value = operator.apply(number1, number2);  tokens[currentPosition] = Integer.toString(value);    // Delete numbers and point pointers correctly.  delete2AtIndex(tokens, currentPosition - 2, length);  currentPosition--;  length -= 2;  }    return Integer.parseInt(tokens[0]);  }    private void delete2AtIndex(String[] tokens, int d, int length) {  for (int i = d; i < length - 2; i++) {  tokens[i] = tokens[i + 2];  }  }  } |

Here are the solutions without the use of lambda functions.

|  |
| --- |
| class Solution {  public int evalRPN(String[] tokens) {    int currentPosition = 0;  int length = tokens.length; // We will need to keep track of this ourselves.    while (length > 1) {    // Move the position pointer to the next operator token.  while (!"+-\*/".contains(tokens[currentPosition])) {  currentPosition++;  }    // Extract the numbers.  int number1 = Integer.parseInt(tokens[currentPosition - 2]);  int number2 = Integer.parseInt(tokens[currentPosition - 1]);    // Calculate the result to overwrite the operator with.  int newValue = 0;  switch (tokens[currentPosition]) {  case "+":  newValue = number1 + number2;  break;  case "-":  newValue = number1 - number2;  break;  case "\*":  newValue = number1 \* number2;  break;  case "/":  newValue = number1 / number2;  break;  }  tokens[currentPosition] = Integer.toString(newValue);    // Delete numbers and point pointers correctly.  delete2AtIndex(tokens, currentPosition - 2, length);  currentPosition--;  length -= 2;  }    return Integer.parseInt(tokens[0]);  }    private void delete2AtIndex(String[] tokens, int d, int length) {  for (int i = d; i < length - 2; i++) {  tokens[i] = tokens[i + 2];  }  }  } |

**Complexity Analysis**

Let n*n* be the length of the list.

* Time Complexity : O(n^2)*O*(*n*2).

Firstly, it helps to calculate how many operators and how many numbers are in the initial list. Each step of the algorithm removes 1 operator, 2 numbers, and adds back 1 number. This is an overall loss of 1 number and 1 operator per step. At the end, we have 1 number left. Therefore, we can infer that at the start, there must always be **exactly 1 more number than there is operators**.

The big inefficiency of this approach is more obvious in the Java code than the Python. Deleting an item from an ArrayList or Array is O(n)*O*(*n*), because all the items after have to be shuffled down one place to fill in the gap. The number of these deletions we need to do is the same as the number of operators, which is proportional to n*n*. Therefore, the cost of the deletions is O(n^2)*O*(*n*2).

This is more obvious in the Java code, because we had to define the deletion method ourselves. However, the Python deletion method works the same way, it's just that you can't see it because it's hidden in a library function call. It's important to always be aware of the cost of library functions as they can sometimes look like they're O(1)*O*(1) when they're not!

* Space Complexity : O(1)*O*(1).

The only extra space used is a constant number of single-value variables. Therefore, the overall algorithm requires O(1)*O*(1) space.

Interestingly, this approach could be adapted to work with a **Double-Linked List**. It would require O(n)*O*(*n*) space to create the list, and then take O(n)*O*(*n*) time to process it using a similar algorithm to above. This works because the algorithm is traversing the list in a linear fashion and modifications only impact the tokens immediately to the left of the current token.

#### **Approach 2: Evaluate with Stack**

**Intuition**

The first approach worked, but O(n^2)*O*(*n*2) is too slow for large n*n*. As hinted at above, a **Double-Linked List** could be an option. However, it requires a lot of set-up code, and in practice requires more space than the elegant **Stack** approach we're going to look at now.

We don't want to repeatedly delete items from the middle of a list, as this inevitably leads to O(n^2)*O*(*n*2) time performance. So recall that the above algorithm scanned through the list from left to right, and each time it reached an operator, it'd replace the operator and the 2 numbers immediately before it with the result of applying the operator to the 2 numbers.

The two key steps of the above algorithm were:

1. Visit each operator, in linear order. Finding these can be done with a linear search of the original list.
2. Get the 2 most recently seen numbers that haven't yet been replaced. These could be tracked using a **Stack**.

The algorithm would be as follows:

stack = new Stack()

for each token in tokens:

if token is a number:

stack.push(token)

else (token is operator):

number\_2 = stack.pop()

number\_1 = stack.pop()

result = apply\_operator(token, number\_1, number\_2)

stack.push(result)

return stack.pop()

Here is an animation showing the algorithm.
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You might have noticed the following 2 lines of the pseudocode could look like they're around the wrong way.

number\_2 = stack.pop()

number\_1 = stack.pop()

They are correct though. Remember that for division and subtraction, the order of the numbers matters. i.e. 7 - 5 ≠ 5 - 7. On the Stack, we have the second on the top. So we need to reverse them before applying the operator.

**Algorithm**

Here is code that uses lambda functionality. Scroll down for code that doesn't.

Here are the solutions without lambda.

|  |
| --- |
| class Solution {    public int evalRPN(String[] tokens) {    Stack<Integer> stack = new Stack<>();    for (String token : tokens) {    if (!"+-\*/".contains(token)) {  stack.push(Integer.valueOf(token));  continue;  }    int number2 = stack.pop();  int number1 = stack.pop();    int result = 0;    switch (token) {  case "+":  result = number1 + number2;  break;  case "-":  result = number1 - number2;  break;  case "\*":  result = number1 \* number2;  break;  case "/":  result = number1 / number2;  break;  }    stack.push(result);    }    return stack.pop();  }  } |

**Complexity Analysis**

Let n*n* be the length of the list.

* Time Complexity : O(n)*O*(*n*).

We do a linear search to put all numbers on the stack, and process all operators. Processing an operator requires removing 2 numbers off the stack and replacing them with a single number, which is an O(1)*O*(1) operation. Therefore, the total cost is proportional to the length of the input array. Unlike before, we're no longer doing expensive deletes from the middle of an Array or List.

* Space Complexity : O(n)*O*(*n*).

In the worst case, the stack will have all the numbers on it at the same time. This is never more than half the length of the input array.